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Abstract

Existing Python uncertainty packages support the expression and propagation of uncertainty in numeric types, such as float or int. However, they do not cover the rest of the built-in types which can also be affected by uncertainty when representing physical systems. The Uncertain Datatypes (UTypes) library provides extensions of Python built-in datatypes bool, int, float, enum and str to seamlessly incorporate the data uncertainty coming from physical measurements or user estimations into Python programs, along with the set of operations defined for the values of these types. The library implements in a natural and efficient manner linear error propagation theory in Python and performs uncertainty calculations analytically.

1. Motivation and significance

Uncertainty is an inherent property of any system operating in a real environment or interacting with physical elements [1]. These systems have to cope with issues such as inaccurate measurements; lack of knowledge about the system or its environment; incorrect, ...
incomplete or vague information; unreliable data sources or numerical approximations [2].

The need to deal explicitly with uncertainty has become evident in many fields, such as self-adaptive systems [3–6], web of things applications [7], cyber–physical Systems [8], simulation [9,10], knowledge representation [11], event processing systems [12], software modeling [13–18] or model transformations [19,20], among others. These works deal with uncertainty in several forms, using different notations and mechanisms. However, although several modeling and programming languages allow the representation of uncertainty for describing system attributes [21], these aspects are not normally incorporated into their type systems. Thus, operating with uncertain values and propagating uncertainty are normally cumbersome processes, difficult to implement by programmers and software engineers [14].

To address this problem, specialized libraries provide automated support for uncertainty propagation. For example, the Python uncertainties package [22] supports uncertainty propagation, variable correlation, and derivatives. Soerp [23] is an uncertainty package that supports second-order analysis of error propagation and uncertainty quantification. The number of uncertainty propagation packages is large, each one focusing on specific aspects [24].

The problem with these implementations is threefold. First, these packages only allow associating uncertainty with real numbers, neglecting the uncertainty that can affect other essential built-in datatypes such as booleans, enumerations or strings [14]. Second, their composition operators are not expressive enough: the comparison of uncertain real numbers returns a Boolean value, when it should be a probability. For example, if \( x = 2.0 \pm 0.3 \) and \( y = 2.5 \pm 0.25 \), the result of comparing \( x < y \) should be 0.893, and not a simple true or false value [14]. Finally, most of them trade precision for performance, which sometimes hinders their use when employed in computationally intensive applications such as iterative methods [10,25], even when such high accuracy is not needed.

This paper presents the Uncertain Types (UTypes) Python package that successfully addresses these limitations.

2. Software description

The UTypes library is implemented as a Python package, utypes.py, which provides a set of datatypes (ubool, sbool, uint, ufloat, uenum and ustr) that extend the Python built-in datatypes (bool, int, float, enum and str) with uncertainty. The library implements linear error propagation theory in Python. The uncertain datatypes provided by the library is well suited for applications that require the basic mechanisms for the propagation of uncertainty, efficient computation, and a closed algebra of datatypes. The extension mechanisms also ensure that the extended operations work as expected when values of original types are given as input parameters.

Users can install the corresponding PyPi package [26] using the pip command “pip install uncertainty-datatypes” and then import the module by using “from uncertainty.uitypes import *”.

A distinctive feature of the UTypes library is that it also incorporates Subjective logic [27] (type sbool). Subjective logic is a logic that explicitly takes epistemic uncertainty and trust into account. It is an extension of probabilistic logic (type ubool), which in turn is an extension of Boolean logic (type bool). That is, UTypes implements the type hierarchy bool < ubool < sbool [15]. This enables the seamless combination of different types of uncertainties under the same library, and in particular the representation and combination of first- and second-order uncertainties, including probabilities, belief and trust.

Correlations between expressions with uncertainty are not taken into account by default in the UTypes library. This saves having to keep track of all correlations between quantities (variables and functions) at all times, improving computational performance. This implies that, by default, we assume that variables are independent. Otherwise, the UTypes library also supports the specification of correlations between the variables involved in the mathematical operations of types uint and ufloat. This allows dealing with dependent variables if necessary.

The derivatives of mathematical expressions are not automatically handled by the library either. Again, this saves keeping track of the value of derivatives, something that also impacts performance. Other unsupported features include automatic handling of arrays of uncertain numbers and higher-order analysis of error propagation.

2.1. Software architecture

The UTypes library is implemented in the form of a Python package that provides one module, utypes.py, which includes the five submodules with the implementation of the supported uncertain datatypes: unumbers.py, ubool.py, sbool.py, ustr.py and uenum.py. This section briefly describes the basic types provided by each module. For a detailed description of these types, their values, and operations, please refer to the UTypes User Guide [28].

Uncertain numerical values. Module unumbers.py defines ufloat and uint classes that represent uncertain reals and integers, respectively. Values of these two types are represented by pairs \((x,u)\) where \(x\) is the nominal (numerical) value and \(u\) its associated uncertainty. Thus, value ufloat\(3.5,0.1\) represents the uncertain real number \(3.5 \pm 0.1\), and uint\(30,1\) represents the uncertain integer \(30 \pm 1\). This representation of uncertainty for numerical values follows the ISO Guide to Measurement Uncertainty [2], where values are represented by the mean and standard deviation of the assumed probability density function describing how measurements of the ground truth value are distributed.

Uncertain boolean values. Module ubool.py defines the ubool class that extends type bool by using probabilities instead of the traditional truth values and replacing truth tables with probability formulas. Thus, an ubool value expresses a probability representing the degree of belief (i.e., the confidence) that a given statement is true. For example, value ubool\(0.7\) means that there is a 70% chance that a fact is true or that an event will occur. Python bool values True and False correspond to ubool\((1.0)\) and ubool\((0.0)\), respectively. Moreover, ubool values can be used instead of bool values. In this case, a user-defined certainty threshold determines when a given probability can be considered to be True or False. The default value of the threshold is 0.9, but can be changed using ubool.setCertainty\(c:\float\) and queried using method ubool.getCertainty().

Subjective logic. The sbool.py module defines the sbool class, which provides an extension of ubool to represent binomial opinions in Subjective Logic [27]. They allow expressing degrees of belief with epistemic uncertainty and also trust. A binomial opinion \(w^b_{a} = (b,d,u,a)\) about a given fact \(X\) by a belief agent \(A\) is represented as a quadruple “sbool\((b,d,u,a)\)” where \(b\) is the degree of belief that \(X\) is True; \(d\) is the degree of belief that \(X\) is False; \(u\) is the amount of uncommitted belief (i.e., epistemic uncertainty); and \(a\) is the prior probability in the absence of belief or disbelief. These values are all real numbers in the range \([0,1]\), and satisfy that \(b + d + u = 1\). The projection of a binomial opinion is defined as \(P = b + au\).

Uncertain strings. Module ustr.py defines the ustr class that is used to represent strings with uncertainty. More precisely, type ustr extends Python type str, adding to their values a degree of confidence in the contents of the string. This is useful, for example, when rendering strings obtained by inaccurate OCR devices or texts translated from other languages if there are doubts about specific characters or words. Values of type ustr are pairs \((s,c)\), where \(s\) is the nominal string and \(c\) the associated confidence (a real number between 0 and 1). To calculate the confidence of a string \(s\), the Levenshtein distance is normally used. For example, ustr(‘hello world!’,0.92) means that we do not trust at most one of the 12 characters of the string.
Uncertain enumerations. Module uenum.py defines the uenum class, which is the embedding supertype for Python type enum that adds uncertainty to each of its literals. A value of an uncertain enumeration type uenum is not a single literal, but a set of pairs \(\{l_1, c_1\}, \ldots, \{l_n, c_n\}\), where \(\{l_1, \ldots, l_n\}\) are the enumeration literals and \(\{c_1, \ldots, c_n\}\) are numbers in the range \([0, 1]\) that represent the probabilities that the variable takes each literal as its value. They should fulfill that \(c_1 + \cdots + c_n = 1\). Pairs whose confidence \(c_i\) is 0 can be omitted. The literals of an uncertain value can be accessed using the property literals. A copy of the dictionary can be obtained with the property elements. For example, if \(x = \text{uenum}(\{\text{Red}':0.7''\},\{\text{Blue}':0.1\})\) then \(x.literals=\{\text{Red}':0.7'',\text{Blue}':0.1\}\) and \(x.elements=\{\text{Red}':0.7'',\text{Blue}':0.1\}\).

2.2. Software functionalities

The UTypes library provides all the basic operations for the newly defined uncertain types, as well as type projections and embeddings to and from the built-in types.

Whenever possible, we have defined three concrete syntaxes for all operations: infix operators (e.g., \(x+y\)), instance methods (e.g., \(x.add(y)\)), and functions (\(\text{add}(x,y)\)). The infix operators respect the Python syntax, so the values and variables of the new types can be used seamlessly in usual Python expressions.

This has worked well except for the Python infix logical operators (and, or, xor, not, etc.) because Python does not allow to overload them [29] and have a different meaning when used with objects. Therefore, new symbols have been defined ("&&" for and, "||" for or, "^^" for xor, "~~" for not, etc.) that should always be used in logical operations that involve ubool values. To avoid possible confusion, these infix operators also accept a textual notation (e.g., \(x \&\& y\)) that is preferred. Of course, all ubool operators work as expected when used with bool values.

Python mathematical operations for numerical values (abs, sqrt, sin, floor, etc.) are supported for uncertain values, too. Similarly, all operations on str values are supported on ustr values and variables.

The infix comparison operators (\(<,\leq,\geq,\neq,\equiv\), etc.) are also supported in all uncertainty types. They return ubool values when their arguments involve uncertain types, otherwise they return a bool value.

Finally, the library supports all the operations defined in Subjective logic for dealing with subjective opinions, including the logical operations (which extend the ubool operations), trust functions (such as discount and referral), and all fusion operators used to combining opinions in order to reach consensus [27].

See the UTypes User Guide [28] for a complete description of all supported operations and their syntaxes.

3. Illustrative examples

The following examples illustrate the use of the uncertain types provided by the UTypes library.

Basic operations. Listing 1 shows some examples of basic operations with uncertain types. Results are shown as comments. The first example combines boolean and uncertain boolean in a logical expression. The second one uses numerical variables. The last two show comparisons between uncertain variables, one using the comparison operator ‘<’ and one using the max() operation.

Listing 1: Some basic operations with uncertain values.

```python
def ac_on() -> ubool:
    return (temp >= 25.0) | (humidity >= 80.0)
```

A smart home. Consider a smart home with sensor-equipped rooms measuring temperature and humidity. The sensors have a known accuracy of ±0.5 degrees for temperature and ±1.0% for humidity. A room control system decides whether to activate the air conditioning (AC) based on sensor readings. If the temperature exceeds 25 degrees or humidity surpasses 80%, the AC is automatically activated; otherwise, it remains off. Listing 2 shows the code that implements such a decision.

Listing 2: Condition to turn the AC system on.

Using this operation, if temp is 25.5 ± 0.5 and humidity is 79.0 ± 1, the result of the ac_on() operation is uboolean(0.867), i.e., the AC system should be switched on with a probability of 0.867. Assuming that our threshold is 0.85, we decide to switch it on.

Adding trust to the AC system using subjective logic. Now, consider a house occupant named Ada who does not trust the accuracy of the kitchen’s temperature readings because she knows that the sensor is placed near the oven, which causes occasional inaccuracies. Ada’s skepticism introduces subjective uncertainty into the system’s decision. Bob and Cam are two other house occupants whose trust in the sensors differs from that of Ada. Bob is quite certain that the readings are incorrect because he had to turn off the AC yesterday while cooking. In turn, Cam trusts the sensor readings. Their individual trusts can be expressed using binomial opinions: \(\text{ada}=\text{uboolean}(0.3, 0.2, 0.5, 0.867)\), \(\text{bob}=\text{uboolean}(0.0, 0.9, 0.1, 0.867)\), and \(\text{cam}=\text{uboolean}(0.9, 0.0, 0.1, 0.867)\). In order to make a decision, we can use the Weighted Belief Fusion (WBF) operator that combines them to reach a consensual decision \(\text{uboolean}.\text{weightedFusion}([\text{ada},\text{bob},\text{cam}])\). The resulting opinion is \(\text{uboolean}(0.442, 0.437, 0.121, 0.867)\), whose projection is \(\text{uboolean}(0.547)\) with a degree of uncertainty of 0.121. This means that we better switch the AC system off, with sufficient confidence to do it—note how we are able to quantify the uncertainty of the decision, too.

Resource utilization. We also studied the performance of our library, in terms of execution time and memory utilization. We conducted a series of measurements for the different operations using the UTypes library and compared the resulting times with those obtained with the uncertainties package. First, we repeatedly executed the basic operations of type ubool: +, -, *, /, and **, accumulating the results on a variable. Each execution performed 8 operations between 10 and 50 thousand times. Each test was repeated 30 times, calculating the geometric mean to reduce the effects of outliers [30]. Peak memory consumption was measured in each test. Columns 3-7 of Table 1 show the resulting times (in seconds), while column 8 (S.up) shows the average speedup obtained by our proposal. The last two columns show the peak memory consumption (in Mb) and the ratio between them. Roughly, our library achieves a speedup between 2.55× and 3.80× higher than the uncertainties package, which requires between 8 and 14 times more memory than ours. This increase in memory consumption is due to the logic of the uncertainties package, which

---

1 The code of these examples can be found at [https://github.com/ateneare/searchgroup/uncertainty-datatypes-python/tree/master/examples](https://github.com/ateneare/searchgroup/uncertainty-datatypes-python/tree/master/examples).
stores the correlation between the uncertain variables. We also compared our proposal with a real implementation of a digital twin of a real plant incubator [31], for which simulations of different lengths (i.e., number of iterations) were run. Each iteration performed a combination of additions (2), subtractions (3), multiplications (7), divisions (2) and comparisons (2), obtaining similar results (cf. last two columns of Table 1). Tests were conducted on a computer with an Intel Core i7-1255U@1.70 GHz processor, 32 GB of RAM, and Windows 10 Pro.

4. Impact

The UTypes uncertainty library is the Python version of a Java uncertainty library2 that we developed 6 years ago. Before we ported it, the original Java library had already been successfully used in several research projects and tools.

- Together with the TU Wien, the library was originally used to provide support for quantities in UML and other software modeling languages [32,33].
- Recently, we used it in a joint project with the Mälardalen University (Sweden) in two industrial settings to improve the consistency checking processes of their software artifacts, using epistemic uncertainty to prioritize conflicts and uncover previously hidden potential inconsistencies [34].
- The uncertain types are also used to represent and operate with Belief uncertainty in Software models. As part of a joint initiative with the Open University of Catalonia and CEA-LIST (France), a UML profile was developed to support Subjective logic opinions and their operations. We demonstrated it with several applications from diverse domains, including digital humanities, digital stores, software engineering and smart houses [13].
- The library was used to extend a Complex Event Process (CEP) engine with uncertainty information about the events and their properties [12]. The uncertain CEP engine was later used in one of our projects to implement a trust-based and uncertainty-aware communication framework [35].
- Together with the group from the University of Bremen, the developers of the tool USE (UML Specification Environment) [36], we extended the UML and OCL type systems with uncertainty, and implemented them in the USE tool using the library [15,37].
- The library has been used to implement uncertainty-aware simulations of PID controllers, together with several European research groups, with very successful results [10,25].
- The library is also being used in the extension of Knowledge graphs called Subjective Knowledge Graphs [11]. They are now used to classify police reports on property crimes [38].

<table>
<thead>
<tr>
<th>op</th>
<th>Library</th>
<th>10K</th>
<th>20K</th>
<th>30K</th>
<th>40K</th>
<th>50K</th>
<th>S.up</th>
<th>Mem</th>
<th>Ratio</th>
</tr>
</thead>
<tbody>
<tr>
<td>+</td>
<td>UTypes</td>
<td>0.089</td>
<td>0.126</td>
<td>0.162</td>
<td>0.197</td>
<td>0.232</td>
<td>3.68</td>
<td>17.20</td>
<td>8.32</td>
</tr>
<tr>
<td></td>
<td>Uncertain.</td>
<td>0.227</td>
<td>0.525</td>
<td>0.605</td>
<td>0.704</td>
<td>0.854</td>
<td>143.03</td>
<td></td>
<td></td>
</tr>
<tr>
<td>−</td>
<td>UTypes</td>
<td>0.091</td>
<td>0.133</td>
<td>0.171</td>
<td>0.209</td>
<td>0.246</td>
<td>3.08</td>
<td>17.23</td>
<td>8.50</td>
</tr>
<tr>
<td></td>
<td>Uncertain.</td>
<td>0.224</td>
<td>0.362</td>
<td>0.487</td>
<td>0.643</td>
<td>0.759</td>
<td>143.08</td>
<td></td>
<td></td>
</tr>
<tr>
<td>*</td>
<td>UTypes</td>
<td>0.109</td>
<td>0.161</td>
<td>0.208</td>
<td>0.254</td>
<td>0.299</td>
<td>2.55</td>
<td>17.21</td>
<td>8.89</td>
</tr>
<tr>
<td></td>
<td>Uncertain.</td>
<td>0.251</td>
<td>0.379</td>
<td>0.507</td>
<td>0.635</td>
<td>0.762</td>
<td>152.94</td>
<td></td>
<td></td>
</tr>
<tr>
<td>/</td>
<td>UTypes</td>
<td>0.147</td>
<td>0.211</td>
<td>0.271</td>
<td>0.330</td>
<td>0.388</td>
<td>3.20</td>
<td>17.29</td>
<td>10.61</td>
</tr>
<tr>
<td></td>
<td>Uncertain.</td>
<td>0.311</td>
<td>0.481</td>
<td>0.888</td>
<td>1.129</td>
<td>1.240</td>
<td>183.37</td>
<td></td>
<td></td>
</tr>
<tr>
<td>**</td>
<td>UTypes</td>
<td>0.154</td>
<td>0.215</td>
<td>0.277</td>
<td>0.337</td>
<td>0.399</td>
<td>3.80</td>
<td>17.35</td>
<td>13.84</td>
</tr>
<tr>
<td></td>
<td>Uncertain.</td>
<td>0.547</td>
<td>0.804</td>
<td>1.048</td>
<td>1.285</td>
<td>1.516</td>
<td>240.03</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Last year we decided to reimplement the library in Python 3 because most of the applications that required handling uncertain data types were written in Python. In particular, PID controller simulation applications and CEP engines are mostly developed in Python nowadays. The existing uncertainty packages in Python were rather slow for these applications, and we were asked to port our Java library to Python. Moreover, the Java implementation was rather verbose due to its prefix syntax based only on methods chaining. The results of the Python implementation in terms of usability and performance are satisfactory and, in addition, the usability of our library has significantly improved because the numerical operators in Python can be overloaded. This feature allowed a very natural extension of the Python built-in datatypes.

5. Conclusions

In this paper we have presented the UTypes Python 3 library, which extends the Python built-in datatypes with uncertainty, implementing linear error propagation. Both measurement and belief uncertainty are supported by the extended datatypes ubool, sbool, uint, ufloat, uenum and ustr. The library is well suited for applications that require basic mechanisms to propagate uncertainty efficiently, and a closed algebra of datatypes.

The library has the potential to impact in various domains where uncertainty plays a key role, in particular CPS applications, Digital Twins, Industry 4.0, the Web of Things, Smart cities, and in general in all applications that operate in physical environments or interact with human beings.

As the library gains recognition and grows its user base, we expect new needs to emerge. Right now we are working on the Type-A implementation of numerical uncertainties [2], where uncertain values are represented by independent observations \(X = x_1, \ldots, x_n\), instead of using just the mean and standard deviation. We are also investigating efficient higher-order error propagation mechanisms for uncertainty analysis. Finally, anyone willing to contribute to this library is welcome to do so, either through the GitHub repository [26] or directly contacting the authors.
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2 Java library GitHub: https://github.com/atenearesearchgroup/uncertainty
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